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# Diagnostic of the digital systems

Origination of the failures is characteristic feature of the electronic systems. Therefore, testing of ones is frequency start task for determination state of the digital system hardware. There are group of possibilities how check state of the digital system. List of check method is next:

* program testing,
* microprogram testing,
* hardware test circuits.

Program test is possible separate into:

* developmental testing,
* manufacturing testing,
* user testing.

From point of start time can define:

* prophylactic testing,
* start testing,
* through (nonstop) testing.

For provision of maximum probability failure-free state is optimal implement through test components into digital systems. Through tests are running continuously - against a background of the operation system and user tasks. For its function the through testing needs hardware check circuits. In next chapter is discussed hardware support of the through testing - checking circuits.

## Checking circuits

There are group of method used for non-stop testing of the digital system hardware:

* redundancy:
* information redundancy,
* hardware redundancy,
* prediction,
* checking of the time sequences.

For explanation of principle will use electric scheme and shot comment.

### Information redundancy

Numbers and data transmitted, processed and stored in individual modules, design of digital systems may be all sorts of influences amended. Improved or less complete protection against these adverse effects of providing information to enable redundancy and to detect adverse changes in advanced implementations as possible to repair. In subsequent chapters, the question of security code, namely the issue of detection and correction of faults and errors in the transmitted data discussed in more detail.

#### Theory of information redundancy operation

Information required adding add redundancy data bits, bearing on the control bits. This means that the input data into the system is installed generator control bits are added to information bits. The whole system is transmitted (including the entries in the memory system) and at designated sites to check its accuracy. Control is performed so that the transmitted data bits to generate control bits and these are compared with devolved control bits or the rules of correct shape-secure code, see the following chart.

Figure 12.1: Working principle of data protection information redundancy
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Indications violation of the correctness of data is a logic level (electrical signal), which indicates its level of integrity of the data at the controls. This signal is used most often interrupt system that runs sub-treatment of this indication. The specific response depends on the spot verification of data in the system development phase of the order during which the indication of the accuracy of the data breach and the configuration of the operating system.

Kinds of information redundancy for system security against failures are show below:

Figure 12.2: Classification of information redundancy methods for detection and repair information damage
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Note:

It should consider the fact that the disorder may be in the control circuit and indication of the accuracy of the data breach is issued false or not licensed at all.

#### Parity information security

This principle uses the redundancy of information often within a single byte. Redundancy bit informs the system whether a selected number of bits preserve the original number. If the controlled words invert two bits, the parity does not indicate adverse condition. It is thus obvious that parity data protection applications are very limited.

Parity is used both for creating security bits of information transmitted and stored in digital systems, as well as for checking secure information. Parity is an additional bit, which complements the information bits even or odd number of ones. Most often generates parity for byte and odd parity is used when a binary zero in the parity bit is 1 and it is clear that the data source is working (if it had been disconnected, they will have all the bits including the parity value **0**), see next picture.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| b0 | b1 | b2 | b3 | b4 | b5 | b6 | b7 | P |  | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 1 | 1 |  | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 1 | 0 |
|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

Figure 12.3: Principle and example of parity security implementation  
a) principle of redundancy security,  
b) example of odd parity security,  
c) example of event parity security.

The above diagram represents a linear parity word (here byte), the change is detected by only one bit. This means that a simple inversion of two bits of parity already detect.

This gap partly eliminates another independent parity bit words - every independent parity bit increases the distance of the so-called code value of 1. Independence of the parity bit means that it is generated over another set of data bits than any previous parity bits. A characteristic example is the so-called **cross-parity** - see next tables:

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| even parity | 8 | 4 | 2 | 1 | P1 |  | odd parity | 8 | 4 | 2 | 1 | P1 |
|  | 0 | 1 | 1 | 1 | 1 |  |  | 0 | 1 | 1 | 1 | 0 |
|  | 0 | 1 | 1 | 0 | 0 |  |  | 0 | 1 | 1 | 0 | 1 |
|  | 1 | 0 | 0 | 0 | 1 |  |  | 1 | 0 | 0 | 0 | 0 |
|  | 0 | 1 | 0 | 0 | 1 |  |  | 0 | 1 | 0 | 0 | 0 |
| P2 | 1 | 1 | 0 | 1 | 1 |  | P2 | 0 | 0 | 1 | 0 | 0 |

Table 12.1: Principle of cross-parity mechanism

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| even parity | 8 | 4 | 2 | 1 | P1 |  | odd parity | 8 | 4 | 2 | 1 | P1 |
|  | 0 | 1 | 1 | 1 | 1 |  |  | 0 | 1 | 1 | 1 | 0 |
|  | 0 | 1 | 1 | 0 | 0 |  |  | 0 | 1 | 1 | 0 | 1 |
|  | 1 | 0 | 1 | 0 | 1 |  |  | 1 | 0 | 1 | 0 | 0 |
|  | 0 | 1 | 0 | 0 | 1 |  |  | 0 | 1 | 0 | 0 | 0 |
| P2 | 1 | 1 | 0 | 1 | 1 |  | P2 | 0 | 0 | 1 | 0 | 0 |

Table 12.2: Indication of failure by cross-parity mechanism

Note:

Cross-parity allows correcting an error in the four tetrad inversion at the intersection of fields with the wrongly generated parity.

Parity bit can be generated serially or in parallel. Role serial parity generator successfully performs a synchronous flip-flop type **T**, whose data input data are introduced in serial form. Direct output generates even number parity and odd parity inversion output.

Serial parity checks this, the input generator will take both the meaning and the redundant bits and check whether the unit was controlled by some odd digits of **1** (odd parity) or even digits of **1** (even parity).

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| b0 | b1 | b2 | b3 | b4 | b5 | b6 | b7 |

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| b0 | b1 | b2 | b3 | b4 | b5 | b6 | b7 |

The following figure shows the scheme of the parity bit generating for serial transmitted byte (eight-bit word).

Figure 12.4: Principle of design and example of parity serial generator
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The construction of parallel parity generator and also to build a control circuit parity can be used the **XOR** circuits. These circuits are often available with direct and inverse output (so-called **M2** circuit) and allow the generator and the control circuit to draw in the so-called *two-wire logic* (it will be the discussion in the chapter on peripheral redundancy).

Figure 12.5: Schematic symbol of the **M2** circuit- standardized sum modulo 2
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Because the logical **XOR** function does not fully functional system, it not be used for systematic process their applications. Was made a number methods and rules for transcription of Boolean functions in form witch are applicable for **XOR** circuits (Zegalkin algebra).

Standardized circuit **M2** has a direct and inverse output, and therefore can be used to generate an even and odd parity bit. In the absence of **XOR** circuits can be applied more frequently offered **AND-OR-INVERT** ones. These circuits can easily build a universal two-bit parity generator that also generates two types of parity in the form of so-called two-wire logic. Scheme of this is displayed in the following figure.

Figure 12.6: Elementary cell of the parity generator based on **AND-OR-INVERT** circuit
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For further interpretation, we will use for this cell pattern as shown - see Figure 12.7

Figure 12.7: Schematic symbol of the parity generator elementary cell
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If we want to establish multi-bit parity circuit, offering to apply the method of substitution and the parity generator has the shape of the tree (pyramid). The principle of substitution is the use of the method outlined in the following Table 12.3

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |
| b0 | b1 | L1 |  | L1 | L2 | LP |  | LP | LQ | Lα | generation of odd parity |
| 0 | 0 | 1 |  | 0 | 0 | 1 |  | 0 | 0 | 1 | enter even number of 1 |
| 0 | 1 | 0 |  | 0 | 1 | 0 |  | 0 | 1 | 0 | enter odd number of 1 |
| 1 | 0 | 0 |  | 1 | 0 | 0 |  | 1 | 0 | 0 | enter odd number of 1 |
| 1 | 1 | 1 |  | 1 | 1 | 1 |  | 1 | 1 | 1 | enter even number of 1 |
|  |  |  |  |  |  |  |  |  |  |  |  |

Table 12.3: To explain of the substitution principle used for generating the parity bit

The corresponding eight-bit odd parity generator (compiled on the basis of the application of substitution method) is shown in Picture 12.8

Figure 12.8: Principle and example of parallel parity generator
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Parity is often generated within a byte. The choice of odd or even parity is depending on the specific characteristics of the controlled circuit. Very common is the protection of data in memory odd parity. If the memory is disconnected or the read address is outside the memory capacity, then read byte parity bit has zero value and the error is indicated. Indication of the violation of parity is carrier of this information (other than information about the read error information).

Figure 12.9: The complete schema of the parity generator with checking circuits
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#### N/M code information security

For these codes applies rule that every valid character is shown as a group of **N** bits with value **log.1** from **M** bits. It diminishes the capacity of the code, although it did in comparison with the classical binary code, but increases the distance code, which allows you to detect single or multiple errors of the same type (**log.0** or **log.1**). It is this feature codes **N/M** is very advantageous, because the current electronic systems malfunctions arise situations where accruing **log.0** incorrect or defective l**og.1**.

A number of conceivable combinations expressed by **N/M** code can be calculated as the combination of **N** elements from set **M** elements with repeating, see 12.1:

**![](data:image/x-wmf;base64,183GmgAAAAAAAMAJoAMACQAAAABxVAEACQAAAy8BAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCoAPACRIAAAAmBg8AGgD/////AAAQAAAAwP///6T///+ACQAARAMAAAsAAAAmBg8ADABNYXRoVHlwZQAAwAAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFALQAYcCBQAAABMC0AFpCRwAAAD7AsD+AAAAAAAAvAIAAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RgAcJMPdoABE3YFHWZhBAAAAC0BAQAIAAAAMgoZA44IAgAAACkhCAAAADIKGQNSBwEAAABNIQgAAAAyChkDKgUBAAAATiEIAAAAMgoZA64EAQAAACghCAAAADIKGQPEAwEAAAAhIQgAAAAyChkDnwIBAAAATSEIAAAAMgpYAT0GAQAAACEhCAAAADIKWAFgBQEAAABOIQgAAAAyCiACOAABAAAARCEcAAAA+wLA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAdsgcCg/wlzQAFPEYAHCTD3aAARN2BR1mYQQAAAAtAQIABAAAAPABAQAIAAAAMgoZA1oGAQAAAC0hCAAAADIKGQMZBAEAAAAqIQgAAAAyCiACdgEBAAAAPSEKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAADuAQICIlN5c3RlbQBhBR1mYQAACgCBAIoDAAAAAAEAAAAs8xgABAAAAC0BAQAEAAAA8AECAAMAAAAAAA==)**  **12.1**

If this code is used is to attempt to assign to numbers a combination, when the numbers assigned to each combination of near certain weighted code (see the following sample code 2/5 code very analogous to **01247 weighted code**).

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | | | | |  | | | | | | |
| Decimal form | 2/5 | | | | | 2/7 | | | | | | |
| 0 | 1 | 2 | 4 | 7 | 5 | 0 | 4 | 3 | 2 | 1 | 0 |
| 0 | 0 | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 0 | 0 | 0 | 1 |
| 1 | 1 | 1 | 0 | 0 | 0 | 0 | 1 | 0 | 0 | 0 | 1 | 0 |
| 2 | 1 | 0 | 1 | 0 | 0 | 0 | 1 | 0 | 0 | 1 | 0 | 0 |
| 3 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 0 | 0 |
| 4 | 1 | 0 | 0 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 0 | 0 |
| 5 | 0 | 1 | 0 | 1 | 0 | 1 | 0 | 0 | 0 | 0 | 0 | 1 |
| 6 | 0 | 0 | 1 | 1 | 0 | 1 | 0 | 0 | 0 | 0 | 1 | 0 |
| 7 | 1 | 0 | 0 | 0 | 1 | 1 | 0 | 0 | 0 | 1 | 0 | 0 |
| 8 | 0 | 1 | 0 | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 0 |
| 9 | 0 | 0 | 1 | 0 | 1 | 1 | 0 | 1 | 0 | 0 | 0 | 0 |

Table 12.4: Examples of the **2/5** and **2/7** codes

Check the correctness of the code can be done by combination circuit or by a simple analog summing circuit. Karnaugh map for the establishment of the combinations circuit for checking code **2/5** is given in the following table.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 4  7  0  1  2 |  | 3 |  |  | 1 |  | 2 |
|  | 5 |  | 6 | 4 |  |  |  |
| 0 |  |  |  |  |  |  |  |
| 7 | 8 |  | 9 |  |  |  |  |

Table 12.5: Karnaugh map for the control circuit of the **2/5** code (for convenience, valid fields are represented by values of the numbers)

The table shows that the logical formula can be substantially minimized and, therefore, that the realization of a control circuit to be somewhat cumbersome.

The second option is an analogue adder, which counted the input voltage level. Analog comparators detect on the adders output permitted level of the total voltage sum of two **log.1** and three **log.0**.

Although it is possible to replace comparators by transistors, realization of the resistance in a structure of the integrated circuit is more than debatable (although here depends on the ratio of resistors and not on their absolute value). Analog circuit is not an appropriate subject for the implementation of the current structure of digital circuits, and therefore this possibility given the full picture of the possible solutions.

Figure 12.10: Block diagram of the **2/5** code analog control circuit
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#### Hamming codes

This is a special group of linear binary **(n, k)** codes with code distance **3** or **4**, which enable indication of the double-failures and simple-failures correction. Adding a few bits of meaningful bits into protected words increases the code distance of the resulting code. Hamming code can describe the control matrix, whose columns are all the nonzero words of length **n - k = r** which no one repeat.

##### Hamming code generation algorithm

The unsecured **m** bits **ai** of the word **A** with a code distance **1** is join on **k** other bits **p1**, **p2**, ….... **pk** of the control word **P**, which consists from unique, non-repeat subsets bits **ai**. Secured word **B** formed by bits **b1**, **b2**, ...…..... **bm+k** we get by the appropriate grouping of bits **ai** and **pi**. Above is secured word **B** is possible form a number **S** consisting from bits **s1**, **s2**, ..…….. **sk** (*error of syndrome*), whose numerical value directly indicate the order of bit errors in the secure word **B**.

Note:

Syndrome gives the position of all the wrong bits secured word and of the parity bits of course.

Syndrome reflects the position of bit error with a faulty value, and therefore value **0** corresponds to flawless code and the values from **1** to **m + k** corresponds to locate bad words. Because it is necessary to cover a total of **m + k +1** option, the number of bits of security to meet the inequality 12.2:

**![](data:image/x-wmf;base64,183GmgAAAAAAACAJ4AEACQAAAADRVgEACQAAAx0BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AEgCRIAAAAmBg8AGgD/////AAAQAAAAwP///7z////gCAAAnAEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKoAEhCAEAAAAxeQgAAAAyCqAB7gUBAAAAa3kIAAAAMgqgAVIDAQAAAG15CAAAADIKoAE8AAEAAAAyeRwAAAD7AiD/AAAAAAAAvAIAAADuBAIAEFRpbWVzIE5ldyBSb21hbiBDRQB3xqz0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQADgEBAAAAa3kcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAd0AAAAC9CAoGvaz0d8as9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgARYHAQAAACt5CAAAADIKoAHQBAEAAAAreQgAAAAyCqABHQIBAAAAs3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhQACQAAAAAAvAIAAADuAQICIlN5c3RlbQAAAAAKAAAABAAAAAAAAQAAAAEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==) 12.2**

To ensure four-bit word is **k= 3**. Number of control bits we get as the solution equation 12.2, a quantification of the following relationship:

**![](data:image/x-wmf;base64,183GmgAAAAAAAIAI4AEBCQAAAABwVwEACQAAAx0BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AGACBIAAAAmBg8AGgD/////AAAQAAAAwP///7v///9ACAAAmwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAIAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKoAGLBwEAAAAxeQgAAAAyCqABTQUBAAAAa3kIAAAAMgqgATIDAQAAADR5CAAAADIKoAE6AAEAAAAyeRwAAAD7AiD/AAAAAAAAvAIAAADuBAIAEFRpbWVzIE5ldyBSb21hbiBDRQB3xqz0dwEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAgAAAAyCvQAAgEBAAAAa3kcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAd0AAAAA5CgrLvaz0d8as9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgAX4GAQAAACt5CAAAADIKoAE0BAEAAAAreQgAAAAyCqABBwIBAAAAs3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADuAQICIlN5c3RlbQAAAAAKAAAABAAAAAAAAQAAAAEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)** which is fulfilled for **![](data:image/x-wmf;base64,183GmgAAAAAAAKADwAEBCQAAAABwXAEACQAAA9EAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCwAGgAxIAAAAmBg8AGgD/////AAAQAAAAwP///8z///9gAwAAjAEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKYAGdAgEAAAAzeQgAAAAyCmABLgABAAAAa3kcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAd0AAAADfCQprvaz0d8as9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgpgAWwBAQAAALN5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAA7gECAiJTeXN0ZW0AAAAACgAAAAQAAAAAAAAAAAABAAAAAAAwAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)**

The procedure of generating control bits can be described as follows:

* position of equal power of the resulting code used for the unique parity bits **pi**, where **i** takes values (**1, 2, 4, 8, 16, 32, ...**)
* other positions are allocated bits unsecured words **ai**, where **i** takes values (**3, 5, 6, 7, 9, 10, 11, 12, 13, 14, 15, 17, ...**)
* each parity bit is calculated from a unique combination of bits of the insecure word. Location of the parity bit clearly specifies which sequence of bits is used for generating the parity bit.

Parity bit **p1** (first position) belongs to all the odd bits from the information bit **a1** of the secure word, so the 3rd bit of the secured word. Parity bit **p2** (second position) is the security bit of each odd pair bits from the secured word starting with **2nd** and **3rd** bits of the secured word. Parity bit **p3** (fourth position) provides each odd four bits of the secured word starting with bits **4**, **5**, **6** and **7** of the secured words. For additional parity bits are proceeding by analogy.

The previous interpretation that four-bit binary code is necessary to ensure a minimum of **3** bits, the resulting word has the following format:
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The individual bits of security code **pi** (generated as even parity bits) are generated by creating the following equations:
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Is clear thus satisfy the following equation:
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From the generating equations is clear that every bit of the security code is generated from another set of data bits. Each syndrome bit in generating equations of the syndrome bits is repeating in the binary expression of their position in the secured word. If one of the secure bits inverts the words, equation syndrome bits take the values that correspond to the position of the changed bit (in binary).

Generating individual bits of Hamming code and its properties demonstrates the following example.

Example:

Build single-fault correcting Hamming code for the **BCD 8421** and check its properties.

Solution:

For **BCD** code is **m = 4.** To meet the expression 1.14 must be **k ≥ 3.** If we choose the shortest code, the Hamming code **BCD** words will have a length of 7 bits, and its shape is as follows:

***b1****,* ***b2****,* ***b3****,* ***b4****,* ***b5****,* ***b6****,* ***b7***

Whereas the importance and weight of the individual bits in a safe word is as follows:
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Syndrome individual bits are generated as follows (see the rules in the preceding text):

* *bit* ***s1*** *is generated from bits* ***b4****,* ***b5****,* ***b6****,* ***b7***
* *bit* ***s2*** *is created from bits* ***b2****,* ***b3****,* ***b6****,* ***b7***
* *bit* ***s3*** *is the result of the evaluation of bits* ***b1****,* ***b3****,* ***b5****,* ***b7.***

|  |  |  |  |
| --- | --- | --- | --- |
| failure position | syndrome | | |
| s3 | s2 | s1 |
| 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 1 |
| 2 | 0 | 1 | 0 |
| 3 | 0 | 1 | 1 |
| 4 | 1 | 0 | 0 |
| 5 | 1 | 0 | 1 |
| 6 | 1 | 1 | 0 |
| 7 | 1 | 1 | 1 |

Each additional parity bit is generated from another set of bits of the original (source) words. Because syndrome bits are generated from each different (unique) bit sets of the source words, each error accompanied by another syndrome - see next table. Syndrome **S**, quantified bits (**s1** **s2** **s3**), expresses the position of erroneous bit in the secured word expressed in binary code. The syndrome bits are thus generated in the previous table. In each column is highlighted by gray color fields involved in generating syndrome bits. Yellow highlighted fields are positions (additional, parity) bits of security.

It is evident that the position expressed syndrome erroneous bits in the secured word. It is necessary to set up your error bit **s1** in positions **1**, **3**, **5** and **7**, **s2** bit to set up your error in positions **2**, **3**, **6** and **7** and bit error **s3** positions **4**, **5**, **6** and **7**. Syndrome consists from the parity bits values of each group position errors (see previous table).

Now the task is to assign position of the Hamming code bits and the BCD code bits into secured word. In essence, additional parity bits can be placed in any secure word position. However, to uniquely identify the error position, the weight of the syndrome bit must be uniquely related to the position of the parity bit of the error position group. Because of the easy location of the wrong bit, it is preferable to place the additional parity bits at positions with the weight corresponding to the weight of these bits in the syndrome. In general, the parity bits are at positions **1**, **2**, **4**, **8**, ....**2k-1**.

Security bits located in positions **1**, **2** and **4**. Bit **p1** is located at bit position **4**, bit **p2** at bit position **2** and bit **p3** in position **1** (see following table with blue highlighted syndrome bit value).

Example of generating Hamming code word by entering the number **4** for example is shown in the table below.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| position | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
|  | p1 | p2 | m1 | p3 | m2 | m3 | m4 |
| BCD = 4 |  |  | 0 |  | 1 | 0 | 0 |
| p1 (3,5,7) =1 | 1 |  | 0 |  | 1 | 0 | 0 |
| p2 (3,6,7) =0 |  | 0 | 0 |  | 1 | 0 | 0 |
| p3 (5,6,7) =1 |  |  | 0 | 1 | 1 | 0 | 0 |
| secured word | 1 | 0 | 0 | 1 | 1 | 0 | 0 |

To illustrate the indications and the possibility of correcting an error is in the next table shown generation of the syndrome for both words - with inverted 7th bit secured word, and then for the same word with intact 7th bit. Syndrome error code for a broken word is equal to the value of 7 - it shows an error in the 7th secure bit words.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  | |  | |  | |  | |  | |  | |  | |
| failed word | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 1 | |
| s1 (1,3,5,7) =1 | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 1 | |
| s2 (2,3,6,7) =1 | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 1 | |
| s3 (4,5,6,7) =1 | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 1 | |
|  | | |  | |  | |  | |  | |  | |  | |  | |
| non failed word | | | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 0 | |
| s1 (1,3,5,7) =0 | | | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 0 | |
| s2 (2,3,6,7) =0 | | | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 0 | |
| s3 (4,5,6,7) =0 | | | 1 | | 0 | | 0 | | 1 | | 1 | | 0 | | 0 | |

Syndrome error code intact word is equal to the value of **0** - it reports on the accuracy of secure code words.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |
| decimal number | 1 | 2 | 3 | 4 | 5 | 6 | 7 |
| p1 | p2 | m1 | p3 | m2 | m3 | m4 |
| 0 | 0 | 0 | 0 | 0 | 0 | 0 | 0 |
| 1 | 1 | 1 | 0 | 1 | 0 | 0 | 1 |
| 2 | 0 | 1 | 0 | 1 | 0 | 1 | 0 |
| 3 | 1 | 0 | 0 | 0 | 0 | 1 | 1 |
| 4 | 1 | 0 | 0 | 1 | 1 | 0 | 0 |
| 5 | 0 | 1 | 0 | 0 | 1 | 0 | 1 |
| 6 | 1 | 1 | 0 | 0 | 1 | 1 | 0 |
| 7 | 0 | 0 | 0 | 1 | 1 | 1 | 1 |
| 8 | 1 | 1 | 1 | 0 | 0 | 0 | 0 |
| 9 | 0 | 0 | 1 | 1 | 0 | 0 | 1 |
|  |  |  |  |  |  |  |  |

Table 12.6: List of **BCD 8421** code digits secured by the Hamming code.

The example demonstrates that generate secure bits, indications of the single-fault and its correction by Hamming code is the combination logic circuit resolved. Complete list of the **BCD 842**1 digits secured by the Hamming code is in Table 12.6.

The amount of generated code is the code distance 3rd. Every bit of the **BCD** digits in the code is checked at least two additional parity bits.

Note:

Each independent additional parity bit of the Hamming code increases the code distance of the resulting code of value 1.

The whole process of generating Hamming code can be precisely expressed using a generator matrix **GH**. For four-bit code constructs it so that it progressively encodes sequences **10001**, **01002**, **00103** and **00014** (so that the rows are linearly independent and formed the basis of space).

**![](data:image/x-wmf;base64,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)**

Similarly, it is possible to derive the control matrix Hamming code called **HH**. Bits **b3, b5, b6, b7** contain bits **ai** of information and even parity bits **b1, b2, b4** are unique sets of data bits **ai**. Quantifying rates of all the unique sets getting syndrome **s1, s2, s4** secured word, see the following relations:

**![](data:image/x-wmf;base64,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)**

##### Enhanced Hamming code

To increase the effectiveness of Hamming code was created so-called *extension of the binary Hamming code*, which is based on adding additional symbol **p0** to the beginning of each coded word. This additional bit is used for control of the word parity. Bit **p0** is chosen so that all bits **bi** secured word is formed as the even parity, see below:

**![](data:image/x-wmf;base64,183GmgAAAAAAAAAaQAIACQAAAABRRgEACQAAA6UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIAGhIAAAAmBg8AGgD/////AAAQAAAAwP///6z////AGQAA7AEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKgAH1GAEAAAAweQgAAAAyCoAB2xUBAAAAYnkIAAAAMgqAAcESAQAAAGJ5CAAAADIKgAGnDwEAAABieQgAAAAyCoABjQwBAAAAYnkIAAAAMgqAAW8JAQAAAGJ5CAAAADIKgAFRBgEAAABieQgAAAAyCoABSAMBAAAAYnkIAAAAMgqAAS4AAQAAAHB5HAAAAPsCIP8AAAAAAAC8AgAAAO4EAgAQVGltZXMgTmV3IFJvbWFuIENFAHfGrPR3AQAAAAAAMAAEAAAALQEBAAQAAADwAQAACAAAADIK4AHCFgEAAAA3eQgAAAAyCuABqBMBAAAANnkIAAAAMgrgAY4QAQAAADV5CAAAADIK4AF0DQEAAAA0eQgAAAAyCuABWgoBAAAAM3kIAAAAMgrgATwHAQAAADJ5CAAAADIK4AElBAEAAAAxeQgAAAAyCuABFQEBAAAAMHkcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAd0AAAAAmCgo0vaz0d8as9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgqAAb4XAQAAAD15CAAAADIKgAF4FAEAAADFeQgAAAAyCoABXhEBAAAAxXkIAAAAMgqAAUQOAQAAAMV5CAAAADIKgAEqCwEAAADFeQgAAAAyCoABDAgBAAAAxXkIAAAAMgqAAe4EAQAAAMV5CAAAADIKgAHlAQEAAADFeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAO4BAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)**

The extended code allows correct the single-error and detects the double-error in the word. Generator matrix ![](data:image/x-wmf;base64,183GmgAAAAAAAIACQAIBCQAAAADQXgEACQAAA9EAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAKAAhIAAAAmBg8AGgD/////AAAQAAAAwP///7v///9AAgAA+wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wIg/wAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIK9AB+AQEAAAAveQgAAAAyCgACewEBAAAASHkcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgqgAS4AAQAAAEd5CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAA7gECAiJTeXN0ZW0AAAAACgAAAAQAAAAAAAAAAAABAAAAAAAwAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)of the extended Hamming code construct as is the case otherwise of the basic Hamming code so that gradually encoding the sequences **10001**, **01002**, **00103**, **00014**.

**![](data:image/x-wmf;base64,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)**

##### Decoding and check of the reading words by Hamming code

First after receipting of the secured word **B** is quantifying syndrome bits **S**. Is possible use the matrix operation **S = HH \* B.** The procedure is demonstrated by the following example.

Example:

Determine syndrome of the received word **B = 1010111** secured by Hamming code using the control matrix **HH**:

**![](data:image/x-wmf;base64,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)**

*Syndrome* ***S*** *is equal to the number* ***6****, which means that during a write or read data has appeared an error sixth bit of the secured word* ***B****. Flawless word has the form* ***B = 101,010,101*** *- compared with the adopted by the inverted bit* ***b6****. Checking of this word is given below:*

**![](data:image/x-wmf;base64,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)**

#### Check number

Control numbers are a simple means of security information. They are an appropriate means for checking of the information block. May take the form of a checksum or add a checksum to the pre-selected values.

Checksum is different from the arithmetic sum transfers to neglect higher order, is actually the lowest order of the arithmetic sum, or add it to the selected value.

Simple checksum error can be clearly detected. In addition, the checksum can also detect multiple faults and clusters of errors. Can prove in theory there are clusters of errors that the checksum cannot be detected, because the individual errors offset each other. The probability of such errors in the real transmission channel is negligible, because in these conditions occurs, the increased sensitivity to noise **log.1** or **log.0** and not complementary sensitivity (this phenomenon can use intruders of the communication channels, but there are other factors than the subject of our research).

Example:

1+2+4+5+8+0 ........ +0=26 → check sum = 6, complement to 10 = 4

Build a checksum for twelve **BCD code** number and check its properties.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 2 | 4 | 5 | 8 | 6 | 0 | 0 | 0 | 0 | 0 | 0 | 6 |
| 1 | 2 | 4 | 5 | 8 | 6 | 0 | 0 | 0 | 0 | 0 | 0 | 4 |

If we do not only error detect, but also require the error correction must be the check digit combine with other security mechanisms to enable error correction to make, see the following example.

Example:

1+2+4+5+6+0 ........ +0=18 → complement to 10 = 2, lost number = (2+6)without carry= 8

1+2+4+5+6+0 ........ +0+4=22 → value of lost number is complement to 10 = 8

Display the corrective mechanism for a number secured by checksum.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |  |
| 1 | 2 | 4 | 5 | X | 6 | 0 | 0 | 0 | 0 | 0 | 0 | 6 |
| 1 | 2 | 4 | 5 | X | 6 | 0 | 0 | 0 | 0 | 0 | 0 | 4 |

Please enter a numeric check on the correctness of the code and then we can uniquely reconstruct the wrong number. If as the check digit is used a complement to **10**, then summing all valid digits beyond the disturbed digit we get value to the number **10** represents impaired digit (see the second line). If as the check digit is use direct value, the reconstruction of broken digits is more complicated (see first line).

#### Polynomial codes

Polynomial codes use again the principle of complementarity of control codes to the original information. Creation of additional bits is based on algebraic principles. Selecting generating polynomial properties of the resulting code can be adapted to the nature of errors occurring in the transmission channel or in write and control data on magnetic or optical storage media.

To ensure appropriate polynomial block code we see the data as a polynomial with **k** members, where individual bits represent a block of coefficients and are marked with symbols in the range of **ak-1**, ……., **a1**, **a0**. The value of the polynomial is expressed by relation:

**A(x) = ak-1\* xk-1 + ……. + a1\* x1 + a0\* x0**

where value **(k-1)** is a polynomial degree.

Security bits are the remainder of the integer division modulo 2 [*from a theoretical point of view is the division in finite field* ***GF(2)*** *of polynomials over the integers*] generating polynomial **P(x)** according to the formula **12.3**, where **Q(x)** is the integer quotient and **R(x)** the integer remainder from integer division. **Generating polynomial P(x)** is the polynomial of degree **r**, which must be less than the value of **k** at the same time greater than the number **0**, i.e. the coefficient **a0** must be **1**.

**![](data:image/x-wmf;base64,183GmgAAAAAAAKAPQAQACQAAAADxVQEACQAAA8UBAAADABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQASgDxIAAAAmBg8AGgD/////AAAQAAAAwP///7f///9gDwAA9wMAAAsAAAAmBg8ADABNYXRoVHlwZQAA4AAIAAAA+gIAABAAAAAAAAAABAAAAC0BAAAFAAAAFAIaAkAABQAAABMCGgLoBQUAAAAUAhoCOAwFAAAAEwIaAlcPHAAAAPsCgP4AAAAAAAC8AgAAAAAEAgAQVGltZXMgTmV3IFJvbWFuAIDsGQCXNFl1QH1hdQAAAAAEAAAALQEBAAgAAAAyCqMDsw4BAAAAKXkIAAAAMgqjA+gNAQAAAHh5CAAAADIKowNZDQEAAAAoeQgAAAAyCqMDagwBAAAAUHkIAAAAMgqLAcsOAQAAACl5CAAAADIKiwEADgEAAAB4eQgAAAAyCosBcQ0BAAAAKHkIAAAAMgqLAVIMAQAAAFJ5CAAAADIKgAL+CQEAAAApeQgAAAAyCoACMwkBAAAAeHkIAAAAMgqAAqQIAQAAACh5CAAAADIKgAJ5BwEAAABReQgAAAAyCqMDAAQBAAAAKXkIAAAAMgqjAzUDAQAAAHh5CAAAADIKowOmAgEAAAAoeQgAAAAyCqMDtwEBAAAAUHkIAAAAMgqLAVwFAQAAACl5CAAAADIKiwGRBAEAAAB4eQgAAAAyCosBAgQBAAAAKHkIAAAAMgqLAekCAQAAAEF5CAAAADIKiwFaAAEAAAB4eRwAAAD7AkD/AAAAAAAAvAIAAAAABAIAEFRpbWVzIE5ldyBSb21hbgCA7BkAlzRZdUB9YXUAAAAABAAAAC0BAgAEAAAA8AEBAAgAAAAyCt8AKAEBAAAAcnkcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAdeg6WHVAAAAAgOwZAJc0WXVAfWF1AAAAAAQAAAAtAQEABAAAAPABAgAIAAAAMgqAArgKAQAAAMV5CAAAADIKgAJOBgEAAAA9eQgAAAAyCosB4QEBAAAAKnkKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADuAQICIlN5c3RlbQA0IQCKAgAACgDPEGY0zxBmNCEAigIQ7hkABAAAAC0BAgAEAAAA8AEBAAMAAAAAAA==) 12.3**

Division modulo 2 by the generating polynomial expressed by relationship 12.3 can be modified, see link 12.4:

**![](data:image/x-wmf;base64,183GmgAAAAAAACATQAIACQAAAABxTwEACQAAA40BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIgExIAAAAmBg8AGgD/////AAAQAAAAwP///6L////gEgAA4gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AgOwZAJc0WXVAfWF1AAAAAAQAAAAtAQAACAAAADIKoAFkEgEAAAApeQgAAAAyCqABmREBAAAAeHkIAAAAMgqgAQoRAQAAACh5CAAAADIKoAHrDwEAAABSeQgAAAAyCqABtw0BAAAAKXkIAAAAMgqgAewMAQAAAHh5CAAAADIKoAFdDAEAAAAoeQgAAAAyCqABbgsBAAAAUHkIAAAAMgqgAb4JAQAAACl5CAAAADIKoAHzCAEAAAB4eQgAAAAyCqABZAgBAAAAKHkIAAAAMgqgATkHAQAAAFF5CAAAADIKoAE8BQEAAAApeQgAAAAyCqABcQQBAAAAeHkIAAAAMgqgAeIDAQAAACh5CAAAADIKoAHJAgEAAABBeQgAAAAyCqABOgABAAAAeHkcAAAA+wJA/wAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AgOwZAJc0WXVAfWF1AAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgr0AAgBAQAAAHJ5HAAAAPsCgP4AAAAAAAC8AgAAAAIEAgAQU3ltYm9sAHXoOlh1QAAAAIDsGQCXNFl1QH1hdQAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKoAFxDgEAAADFeQgAAAAyCqABbAoBAAAAKnkIAAAAMgqgAQ4GAQAAAD15CAAAADIKoAHBAQEAAAAqeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAO4BAgIiU3lzdGVtAB4hAIoCAAAKAAcUZh4HFGYeIQCKAhDuGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA)**

**![](data:image/x-wmf;base64,183GmgAAAAAAAMATQAIACQAAAACRTwEACQAAA40BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALAExIAAAAmBg8AGgD/////AAAQAAAAwP///6L///+AEwAA4gEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AKOwZAJc0WXVAfWF1AAAAAAQAAAAtAQAACAAAADIKoAH/EgEAAAApEggAAAAyCqABNBIBAAAAeAAIAAAAMgqgAaQRAQAAACgACAAAADIKoAGzEAEAAABQAAgAAAAyCqAB4A4BAAAAKRMIAAAAMgqgARUOAQAAAHgzCAAAADIKoAGFDQEAAAAoAAgAAAAyCqABWQwBAAAAUTMIAAAAMgqgAVsKAQAAACkACAAAADIKoAGQCQEAAAB4AAgAAAAyCqABAAkBAAAAKAAIAAAAMgqgAd8HAQAAAFIUCAAAADIKoAGIBQEAAAApAAgAAAAyCqABvQQBAAAAeAAIAAAAMgqgAS0EAQAAACgzCAAAADIKoAETAwEAAABBMwgAAAAyCqABOgABAAAAeAAcAAAA+wJA/wAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AKOwZAJc0WXVAfWF1AAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgr0ABsBAQAAAHIzHAAAAPsCgP4AAAAAAAC8AgAAAAIEAgAQU3ltYm9sAHXoOlh1QAAAACjsGQCXNFl1QH1hdQAAAAAEAAAALQEAAAQAAADwAQEACAAAADIKoAGfDwEAAAAqAAgAAAAyCqABLAsBAAAAPQAIAAAAMgqgAVMGAQAAAMUACAAAADIKoAH5AQEAAAAqAAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAO4BAgIiU3lzdGVtAE8hAIoCAAAKAPgSZk/4EmZPIQCKArjtGQAEAAAALQEBAAQAAADwAQAAAwAAAAAA) 12.4**

Note:

Operation in the second row can be made on the basis of equivalence summation and subtraction modulo 2

The left side of equation 12.4 represents a block of data **T(x)** secured by polynomial code. The right side of the equation indicates that it is fully divisible by generating polynomial **P(x)**. This feature allows you to check the integrity of transmitted or read information. On the receiving side is the secured information divided modulo 2 generating polynomial and if the rest is equal to **0**, the information is flawless. The procedure of generating security bits:

* polynomial **A(x)** multiplying by the value **xr**, where **r** is the degree of generating polynomial. Practically, this means the polynomial **A(x)** connect **r** right-hand zeros,
* resulting polynomial divided modulo 2 with polynomial **P(x)**
* prepare a secure polynomial **T(x)** - the remainder **R(x)** to connect to the polynomial **A(x)**.

Example:

Demonstration of the properties sum and the product **modulo 2**

***![](data:image/x-wmf;base64,183GmgAAAAAAAEAXQAIACQAAAAARSwEACQAAA6UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAJAFxIAAAAmBg8AGgD/////AAAQAAAAwP///7v///8AFwAA+wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKoAFCFgEAAAAxeQgAAAAyCqABgxMBAAAAeHkIAAAAMgqgAUsRAQAAADF5CAAAADIKoAE2DwEAAAB4eQgAAAAyCqABcA4BAAAAMnkIAAAAMgqgAZkLAQAAAHh5CAAAADIKoAGWCQEAAAApeQgAAAAyCqAB3QgBAAAAMXkIAAAAMgqgAcgGAQAAAHh5CAAAADIKoAE5BgEAAAAoeQgAAAAyCqABYAQBAAAAKXkIAAAAMgqgAZQDAQAAAHh5CAAAADIKoAG9AAEAAAB4eQgAAAAyCqABLgABAAAAKHkcAAAA+wIg/wAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgr0AFgUAQAAADJ5CAAAADIK9ABuDAEAAAAyeQgAAAAyCvQAkgEBAAAAMnkcAAAA+wKA/gAAAAAAALwCAAAAAgQCABBTeW1ib2wAd0AAAADnBwpKvaz0d8as9HcBAAAAAAAwAAQAAAAtAQAABAAAAPABAQAIAAAAMgqgATUVAQAAACt5CAAAADIKoAFSEgEAAAC6eQgAAAAyCqABPhABAAAAK3kIAAAAMgqgAUsNAQAAACt5CAAAADIKoAFoCgEAAAA9eQgAAAAyCqAB0AcBAAAAK3kIAAAAMgqgASAFAQAAACt5CAAAADIKoAFvAgEAAAAreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAO4BAgIiU3lzdGVtAAAAAAoAAAAEAAAAAAABAAAAAQAAAAAAMAAEAAAALQEBAAQAAADwAQAAAwAAAAAA)***

***![](data:image/x-wmf;base64,183GmgAAAAAAAAAYQAIACQAAAABRRAEACQAAA60BAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAIAGBIAAAAmBg8AGgD/////AAAQAAAAwP///7v////AFwAA+wEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQAACAAAADIKoAH3FgEAAAB4eQgAAAAyCqABIBQBAAAAeHkIAAAAMgqgAdURAQAAAHh5CAAAADIKoAH+DgEAAAB4eQgAAAAyCqABOA4BAAAAMnkIAAAAMgqgAWELAQAAAHh5CAAAADIKoAFeCQEAAAApeQgAAAAyCqABpAgBAAAAMXkIAAAAMgqgAY8GAQAAAHh5CAAAADIKoAH/BQEAAAAoeQgAAAAyCqABYQQBAAAAKXkIAAAAMgqgAZUDAQAAAHh5CAAAADIKoAG+AAEAAAB4eQgAAAAyCqABLgABAAAAKHkcAAAA+wIg/wAAAAAAALwCAAAA7gQCABBUaW1lcyBOZXcgUm9tYW4gQ0UAd8as9HcBAAAAAAAwAAQAAAAtAQEABAAAAPABAAAIAAAAMgr0APUUAQAAADN5CAAAADIK9ADTDwEAAAAyeQgAAAAyCvQANgwBAAAAM3kIAAAAMgr0AJMBAQAAADJ5HAAAAPsCgP4AAAAAAAC8AgAAAAIEAgAQU3ltYm9sAHdAAAAAoQ4Kv72s9HfGrPR3AQAAAAAAMAAEAAAALQEAAAQAAADwAQEACAAAADIKoAHSFQEAAAAreQgAAAAyCqAB7xIBAAAAunkIAAAAMgqgAbAQAQAAACt5CAAAADIKoAETDQEAAAAreQgAAAAyCqABMAoBAAAAPXkIAAAAMgqgAZcHAQAAACt5CAAAADIKoAEPBQEAAAAqeQgAAAAyCqABcAIBAAAAK3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADuAQICIlN5c3RlbQAAAAAKAAAABAAAAAAAAQAAAAEAAAAAADAABAAAAC0BAQAEAAAA8AEAAAMAAAAAAA==)***

Likewise the multiplication, where the **x2** takes after sum **modulo 2** in the binary scale the value **0**
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Division modulo 2 can be modified into a **(x3 + x2 + x) = (x2 + 1)\*(x + 1) − 1.** The rest of the division in this case is value **1**.

The interpretation for quotient in that division is **x2 + x + 1** are input data **111**, **x + 1** is the generating polynomial and the rest **1** is security polynomial. Security level shall be **1**. Digit **0** is added into secured input data and thus obtain a secure polynomial **x3 + x2 + x**.

The procedure will demonstrate the following example.

Example:

Deduce the secure bits for polynomial **A(x)** b with the use of a generating polynomial **P(x)**.

***A(x) = 1010001101 = x9 + x7 + x3 + x2 + 1***

***P(x) = x5 + x4 + x2 + 1***

***A(x) \* x5 = x14 + x12 + x8 + x7 + x5 = 101000110100000***

***A(x) \* x5/P(x) = x14 + x12 + x8 + x7 + x5/ x5 + x4 + x2 + 1 = 101000110100000/110101***

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***A(x) - no secured data block*** | | | | | | | | | | ***checking bits*** | | | | | Quotient – Q(x) | | | | | | | | | |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** | ***0*** | ***0*** |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** |  |  |  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |
|  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  | ***1*** | ***1*** |  |  |  |  |  |  |  |  |
|  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** | ***1*** |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |
|  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |
|  |  |  |  |  | ***1*** | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***0*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |
|  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |
|  |  |  |  |  |  |  | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | ***0*** | ***1*** | ***1*** | ***0*** | ***0*** | ***1*** | ***0*** |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |
|  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** |  |
|  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  | ***1*** |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** |
|  |  |  |  |  |  |  | ***R(x)*** |  |  | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |

Result:

***A(x) = x9 + x8 + x6 + x4 + x2 + x1 = 1101010110, R(x) = x3 + x2 + x1 = 01110***

*Secured polynomial* ***T(x) = 101000110101110***

##### Failure detection by the polynomial code

Let the combination of bad bits is a polynomial **E(x)**. Instead the transmitting secure polynomial **T(x)** is in fact received message **T(x) ⊕ E(x)**. If this polynomial is flawed fully divisible generating polynomial **P(x)**, then such mistake could not be detected.

If you know the character of possible errors, you can find such a generating polynomial **P(x)** that the probability detection of the selected character error was maximizes.

The following rules apply:

* generating polynomial (at least first-order) provides detects all single-errors
* generating polynomial of the second-order provides detection of all single and double-errors
* when generating polynomial contains a factor **(x +1)**, then provides detection of errors with odd multiplicity. These include polynomial shape **xc +1** - one is always broken down into a product of the members (**x +1) \* (xc-1 + ... +1)**.
* Generating polynomial of degree r detects all clusters of errors of length **r-1**.

Note:

Cluster of errors is a group of **b** bits error polynomial, of which at least the first and last bit is incorrect.

If the error polynomial is represented by a sequence **0000010100110000**, then the cluster contains errors of length **b = 7** and the error polynomial can be divided into factors:

**E(x) = xi \* E1(x)**

In this example, is as follows:

**x10 + x8 + x5 + x4 = x4 \* ( x6 + x4 + x1 + 1)**

It is clear that the shape factor **xi** cannot be divisible by generating polynomial, which of course applies to the polynomial **x4** from the above example.

Example of data transfer without fault:

The polynomial **T(x) = 101000110101110** is the result of the transmission of the polynomial **T(x)** – see previous example – through the transmission line. The integrity check of the received data block **V(x)** is done by dividing the modulo 2 with the same generating polynomial **P(x)**. The value of the integer residue (syndrome) **S(x)** after division is an indicator of the accuracy of the content.

***T(x) = 101000110101110 = x14 + x12 + x8 + x7 + x5 + x3 + x2 + x***

***P(x) = x5 + x4 + x2 + 1***

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***T(x)*** | | | | | | | | | | | | | | | Quotient – Q(x) | | | | | | | | | |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** |  |  |  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |
|  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  | ***1*** | ***1*** |  |  |  |  |  |  |  |  |
|  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** | ***1*** |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |
|  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |
|  |  |  |  |  | ***1*** | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***0*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |
|  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |
|  |  |  |  |  |  |  | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |
|  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | ***0*** | ***0*** | ***0*** | ***0*** | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** |  |
|  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  | ***1*** |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** |
|  |  |  |  |  |  |  | ***S(x)*** |  |  | ***0*** | ***0*** | ***0*** | ***0*** | ***0*** |  |  |  |  |  |  |  |  |  |  |

The integer residue (syndrome) of modulo 2 division is **S(x) = 00000**

Result:

The remainder (syndrome) of **S(x)** of the polynomial **T(x)** is zero. The polynomial **T(x)** is very likely to match the polynomial **V(x)**. Polynomial **V(x)** was unlikely to be intact.

Example of data transfer with fault:

The polynomial **T(x) = 101001110101110** is the result of the transmission of the polynomial **T(x)** – see previous example – through the transmission line. The integrity check of the received data block **V(x)** is done by dividing the modulo 2 with the same generating polynomial **P(x)**. The value of the integer residue (syndrome) **S(x)** after division is an indicator of the accuracy of the content.

***T(x) = 101001110101110 = x14 + x12 + x9 + x8 + x7 + x5 + x3 + x2 + x***

***P(x) = x5 + x4 + x2 + 1***

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| ***T(x)*** | | | | | | | | | | | | | | | Quotient – Q(x) | | | | | | | | | |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** |
| ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |
|  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  | ***0*** | ***0*** | ***1*** | ***1*** | ***0*** | ***0*** | ***1*** |  |  |  |  |  |  |  | ***1*** | ***1*** |  |  |  |  |  |  |  |  |
|  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***0*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |
|  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** |  |  |  |  |  |
|  |  |  |  |  | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  | ***1*** |  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** |  |  |  |  |
|  |  |  |  |  |  | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  | ***0*** | ***0*** | ***1*** | ***0*** | ***0*** | ***0*** | ***1*** |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** |  |  |  |
|  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  | ***1*** |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** | ***0*** |  |  |
|  |  |  |  |  |  |  |  | ***1*** | ***0*** | ***0*** | ***0*** | ***1*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** | ***0*** | ***1*** |  |
|  |  |  |  |  |  |  |  |  | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** |  |  |  |  |  |  |  |  |  |  |
|  |  |  |  |  |  |  |  |  | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** |
|  |  |  |  |  |  |  | ***S(x)*** |  | ***0*** | ***1*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***0*** | ***1*** | ***1*** | ***1*** |

The integer residue (syndrome) of modulo 2 division is **S(x) = 11011**

Result:

The remainder (syndrome) of **S(x)** of the polynomial **T(x)** is not zero, the content of the transmitted secure polynomial **V(x)** is violated.

#### Cyclic redundancy checking - CRC

Cyclic redundancy checks, known as **CRC** (*Cyclic redundancy check in*) is used for protecting data recorded on magnetic and optical media. **CRC** is version of polynomial codes. The difference lies in the use of special polynomial generating types. This is a special case of the hashing function.

**CRC** is calculated before the registration of data and is stored along with data. After reading the data is again **CRC** independently derived and compared with the stored **CRC**. If the value of generated **CRC** is different, is marked as erroneous reading.

Note:

It some cases it is possible to correct errors using **CRC**.

### Hardware redundancy

The working principle of the hardware redundancy is similar information redundancy. As pointed out previously, the principle activities of redundancy are to allow the creation of additional symptoms or fail to recognize the correct operation of the reference functional block (not only the electronic equipment). Additional symptoms may be generated by different mechanisms resulting from the nature of the functions carried out in controlled facilities.

For implantation redundancy circuit there are two principles - redundancy (duplication) functional blocks (circuits) and the prediction of important properties of the outcome. Both principles are very often used to control the activities of the basic functional blocks as the digital systems as a whole, as well as structures within the integrated circuits and microprocessors.

#### Doubling of functional blocks with comparing of the outputs

Doubling of functional blocks is based on inspection results or input variables implemented independent of each circuit. Checking the results of two independent realization of a functional block is very dynamic, but because of the circuit performance is used only for the most important functional parts of digital systems.

Figure 12.11: Check the correct block operation by the method of comparing the output values
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#### Implementation of the inverse function and compare on inputs

Application of duplication method is associated with a significant increase of the technical equipment size. When the realization of the inverse function is much simpler is effective to apply the duplication of functional blocks with control on inputs. This approach is seemingly illogical, but for some applications it is economically and operationally feasible than the standard duplication. Principal block scheme see Figure 12.12.

#### Two-wired logic

This is again a doubling of technical equipment. There are realized direct and inverse functions and the outputs are checked whether both circuits generate mutually inverse values. If the values of both outputs are inverted each other, controlled part works without fault. Checking of the correctness can be realized by nonequivalence circuit that controls the mutual inversion of each functions output.

Figure 12.12: Check the correct block operation by the method of comparing the input values
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Figure 12.13: Check the correct function by two-wired logic
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This design has interesting behaviors. Some logical function can be realized by crossing of the wires. List of basic logical function follow in next picture.

Figure 12.14: Examples of basic logic modules of two-wire logic
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#### Four-wired logic (fourfold logic)

This principle of circuit redundancy provides possibility of single-failure self-correction inside in a four-wired logic (hence the name is deriving of this solution verifying the correct functioning by circuit redundancy). This option is given by an extreme size increase of technical equipment. In this solution, each logic signal carried four times and in another layer of logic circuits enters in the same order of replacements. It can be graphically described on the example of bus drivers. There are two basic solutions - two layers of **AND** and **OR** circuits driver with two layers of **NOR** circuits. These two layers represent a fourfold logic gate.

Figure 12.15: Suppression of speech disorders in bus drivers fourfold logic element **AND-OR** type:
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From the diagram it is clear that the failure **t1** is already filtered out in the first layer of logic, but the failure of the type **t0** in the second layer. In this case, the quadruple logic can correct one failure in a single logical element.

Figure 12.16: Suppression of speech disorders in bus drivers fourfold logic element **NOR-NOR** and **NAND-NOR** types:

a) b)

1

1

a1

NOR

1

1

1

1

1

1

a2

a3

a4

NOR

z1

z2

z3

z4

0→1

0

0

0

1

1

0

0

0

0

1→0

1→0

&

1

a1

NAND

&

&

&

1

1

1

a2

a3

a4

NOR

z1

z2

z3

z4

1→0

1

1

1

0

0

1

1

1

1

0→1

0→1

a) for **t1** error type  
b) for **t0** error type

The fourfold logic **NOR-NOR** and **NAND-NOR** types disorders filters out in reverse order - disorders of the type **t1** are filtered in a second layer of logic and fault type **t0** in the first layer of the logical element.

Figure 12.17: Schematic mark of the certain fourfold logic gates
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Figure 12.18: Example of the logic circuit realized by the fourfold logic
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Similar manner each gate can be realized. Schematic symbol must also include information on the order of confusion within the implementation logic elements. It is important to enable the compilation of logical network elements with homothetic commutations of all logic signals within each layer of the network.

#### Checking the correct operation of the decoders

In this case, actually is a control code. A typical decoder converts the binary number of length **n** bits code **1/N**, where **N** is **2n**. To checking of the decoder error-free operation can be used the odd parity check circuit or combinational circuit with the function similar to the **2/N** code check circuit -see chapter "Data Coding" of the Design Digital Systems course.

Figure 12.19: The principle of the address decoder valid operation checking by the odd parity circuit
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More rigorous checking of the decoder operation is to check the correctness of its output functions. The control circuit is bulky and its dimension is comparable to a simple duplication decoder circuit - see the following example.

Example:

Design checking circuit witch check failure-free operation of the four-bit decoder.

Solution:

Karnaugh map failure-free operation of the address decoder is shown at Table 12.7

|  |  |  |  |
| --- | --- | --- | --- |
| 0 | 1 | 0 | 1 |
| 1 | 0 | 0 | 0 |
| 0 | 0 | 0 | 0 |
| 1 | 0 | 0 | 0 |

Table 12.7: Karnaugh map of the four-bit decoder valid operation
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Logical equation correct functioning four-bit decoder is as follows:

***E = x1 x2 x3 x4 + x1 x2 x3 x4 + x1 x2 x3 x4 + x1 x2 x3 x4***

Relationship to check of decoder has more **log.0** than **log.1** which implies that the control circuit thought **log.0** could be more efficient - see the following relationship.

***E = x1 x2 + x3 x4 + x1 x3 + x1 x4 + x2 x3 + x2 x4 + x1 x2 x3 x4***

The shape of the two equations suggests that it is not. The equation for the correct operation has four implicants with four variables, while equation malfunction has seven implicants of witch only one is composed of four variables and the other two variables in the direct form.

To test the four-bit decoder is advantageous in terms first equation:

***E = x1 x2 x3 x4 + x1 x2 x3 x4 + x1 x2 x3 x4 + x1 x2 x3 x4***

Figure 12.20: Diagram of control circuit for checking four-bit decoder output code
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#### Control of register correct operation

In some applications it is necessary to ensure control of fixation important symptom (often realized as a short pulse) in the registry and passed for further processing. Valid values of symptoms is usually limited to frequency stabilize the output signals in the aftermath of the transitional phenomena. These impulses must be safely secured to fix the register.

Checking the entry in the registry uses the principle of similar two-wire logic. Register is to control the registration flags and control the correct functioning of the registry is divided into several sectors of length **n** bits. Each sector is completed by the redundant bit prescribers that the sector does not have a bit, so that each sector of the secured register has **n +1** bits. The result is a situation where in each sector of the secured register is set always at least one bit. If even one bit is not set, it is a failure of logic input register or malfunction of the register. Diagram of the secured register is mentioned in the following figure.

A typical example of a secured register is errors register of the digital systems equipped with recovery block from error. The following example shows the securing procedure of the parity errors registration into the fault register.

Example:

To the error register are written indications of the structural modules control circuit. Valid values of the output signals of the control circuits are time limited to stabilizing the output signals of functional blocks in the aftermath of the transitional phenomena. These impulses must fix into error register. Later is from the contents of the error register shaped the interrupt requests signal from the control circuits and also the so-called code of failure. Formation of fault code is complicated by fact that fault indication is often indicated from several check circuits and is necessary to found the primary indication of the failure.

If we consider the content control of the 32-bits register **RX** (this may be the input register of the adder) is obvious, that consists of **4** Bytes, each of which is protected by an odd parity bit. However, when an error changes one Byte, the parity circuit sets the failure signal of the consonant Byte and also resets the accuracy signal of the consonant Byte (see Picture 12.9). At the same time is generated the parity error signal of the register **RX**, which is the summation of Byte failure signals and the accuracy signal of the register **RX** contents (the summation of the accuracy signal of all Bytes content). Signals Byte accuracy parity and the signal accuracy of the register **RX** content are fed to the input logic of the error register. Here are generated adjustment functions Bytes error in the relevant error register bits, which are next functions:

* ***error RXi \* error RX***
* ***error RXi \* error RX***
* ***error RXi \* error RX***
* ***error RXi \* error RX*** *(function of the register* ***RX*** *content correctness)*
* *indication of the write error into error register.*

Diagram of the error register input circuits and its security is shown in the picture – see Figure 12.21.

Figure 12.21: Funkcion principle of the checking operation write into the register
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Note:

In both diagrams of this chapter is highlighted in green forming part of the information absence in the register and blue circuit forming the register write error.

### Prediction

This is another continuous diagnostics method of the digital system operability. This method uses a prediction of characteristic symptom of result on the basis of some properties of input variables. It is possible to predict the outcome of parity or parity inversion results. With this procedure can be found at the testing of the binary counter, or testing of the arithmetic circuits.

#### Checking of the binary counters operation

For the binary counters are characteristic, that the parity of the result is inverted when the carry or loan ends on an even rank of the counter. This feature applies to both binary counters - forward and back. This feature is demonstrated in the following table for odd parity.

From Table 12.9 can be derived logical equations for predicting the inversion parity resulting plus or minus of value 1.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |  |  |  |  |  |
| Forvard counter | y4 | y3 | y2 | y1 | P |  | y4 | y3 | y2 | y1 | P |
|  | 1 | 1 | 0 | 1 | 0 |  | 1 | 0 | 1 | 1 | 0 |
|  |  |  |  | +1 |  |  |  |  |  | +1 |  |
| Even bit  parity is constant  Odd bit  parity is inverted | 1 | 1 | 1 | 0 | 0 |  | 1 | 1 | 0 | 0 | 1 |
|  |  |  |  |  |  |  |  |  |  |  |  |

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Back counter | y4 | y3 | y2 | y1 | P |  | y4 | y3 | y2 | y1 | P |
|  | 1 | 1 | 1 | 1 | 1 |  | 1 | 0 | 0 | 0 | 0 |
|  |  |  |  | -1 |  |  |  |  |  | -1 |  |
|  | 1 | 1 | 1 | 0 | 0 |  | 0 | 1 | 1 | 1 | 0 |

Table 12.8: Principle of the parity inversion prediction

Odd bit  
 inverted parity

Even bit  
 constant parity

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  |  |  |  |  |  |  |
| y4 | y3 | y2 | y1 | P | Parity inversion - forward counter | Parity inversion - back counter |
| 0 | 0 | 0 | 0 | 1 | \* |  |
| 0 | 0 | 0 | 1 | 0 |  | \* |
| 0 | 0 | 1 | 0 | 0 | \* |  |
| 0 | 0 | 1 | 1 | 1 | \* | \* |
| 0 | 1 | 0 | 0 | 0 | \* | \* |
| 0 | 1 | 0 | 1 | 1 |  | \* |
| 0 | 1 | 1 | 0 | 1 | \* |  |
| 0 | 1 | 1 | 1 | 0 |  | \* |
| 1 | 0 | 0 | 0 | 0 | \* |  |
| 1 | 0 | 0 | 1 | 1 |  | \* |
| 1 | 0 | 1 | 0 | 1 | \* |  |
| 1 | 0 | 1 | 1 | 0 | \* | \* |
| 1 | 1 | 0 | 0 | 1 | \* | \* |
| 1 | 1 | 0 | 1 | 0 |  | \* |
| 1 | 1 | 1 | 0 | 0 | \* |  |
| 1 | 1 | 1 | 1 | 1 |  | \* |
|  |  |  |  |  |  |  |

Table 12.9: The logic derivation of equations for predicting parity inversion in dependence on carry or loan bits

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Forward counter | 1 | 0 | 1 | 1 |  | Back counter | 0 | 1 | 1 | 0 |
|  | 1 | 0 | 0 | 1 |  |  | 1 | 1 | 1 | 0 |
|  | 1 | 0 | 0 | 1 |  |  | 1 | 1 | 1 | 0 |
|  | 1 | 0 | 1 | 1 |  |  | 0 | 1 | 1 | 0 |

Table 12.10: Karnaugh maps of the functions for result parity inversion prediction
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For binary forward counter is valid the following equation of the prediction:

* result parity is inverted **y1 + y2 y3**
* result parity is constant **y1 y2 + y1 y3**

For binary back counter is valid the following equation of the prediction:

* result parity is inverted **y1 + y2 y3**
* result parity is constant **y1 y2 + y1 y3**

Check the correct function of the binary counter is based on comparing the predicted parity of content in the current step corresponds with parity of result in the next step. Predicted parity is derived from parity of counter content in the current step and the value of prediction function. If the predictive value of the function becomes **log.1**, the parity of the counter content in the next step will invert in compare with parity of the counter content in the current state. If the predictive value of the function becomes **log.0**, the parity of the counters content in the next step will be the same as parity of the counter content in the current state. Predicted parity of the counter content is stored in the flip-flop and in the next step is compared with the actual parity of the counters content. Diagram of control circuit working on this principle is shown in the picture below.

Figure 12.22: Diagram of bidirectional binary counter control circuit based on prediction of parity content in the following step
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Note:

In addition, you can deduce the other rules - see below:

* for forward counter - the parity bit inverts if odd bit is equal to **log.0** and all lower bits are **log.1**,
* for back counter - the parity bit inverts if even bit is equal to **log.1** and all lower bits are **log.0**.

#### Adder activity checking

Prediction mechanism for checking the correct operation can be applied also in adder. The basic principle of control is the fact that if add two even or two odd numbers the result is an even number. If add even and odd number, we get an odd number.

Applying this principle of control is to ensure parity of both operands. The classic parallel adder works with words containing several bytes secured by parity. It causes partial complication in predicting process.

Generated parity of result contains parity bits of result bytes. Prediction parity of result consists of prediction parity bits of input bytes. Checking of the valid operation is based on comparing of the prediction parity bits and generated parity bits of the result.

In the final in parity bit of byte prediction entering homothetic low significant bits of bytes and the carry bit of the sum of lower homothetic meaningful input bytes. Prediction of carry bits over a group of adder ranks - see chapter devoted to adder design (Design of the Digital System course).

The equation for generating of the predicted parity bit for one result byte of the adder is as follows:

**![](data:image/x-wmf;base64,183GmgAAAAAAAOAOQAIACQAAAACxUgEACQAAA3sBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALgDhIAAAAmBg8AGgD/////AAAQAAAAwP///6z///+gDgAA7AEAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wIg/wAAAAAAALwCAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AWLHzd2Gx83cgQPV33wVmeAQAAAAtAQAACAAAADIK4AE8DgEAAAAxeQgAAAAyCuABeQ0BAAAAaXkIAAAAMgrgAa0HAQAAADB5CAAAADIK4AFbBwEAAABpeQgAAAAyCuABOwQBAAAAMHkIAAAAMgrgAekDAQAAAGl5CAAAADIK4AEVAQEAAABpeRwAAAD7AoD+AAAAAAAAvAIAAAAABAIAEFRpbWVzIE5ldyBSb21hbgBYsfN3YbHzdyBA9XffBWZ4BAAAAC0BAQAEAAAA8AEAAAoAAAAyCoAB5gkFAAAAY2FycnkACAAAADIKgAF0BgEAAABiYQgAAAAyCoABGgMBAAAAYWEIAAAAMgqAAS4AAQAAAHBhHAAAAPsCIP8AAAAAAAC8AgAAAAIEAgAQU3ltYm9sAAD8DArNoPETAFix83dhsfN3IED1d98FZngEAAAALQEAAAQAAADwAQEACAAAADIK4AHCDQEAAAAtYRwAAAD7AoD+AAAAAAAAvAIAAAACBAIAEFN5bWJvbAAA3QUKXKDxEwBYsfN3YbHzdyBA9XffBWZ4BAAAAC0BAQAEAAAA8AEAAAgAAAAyCoABfQgBAAAAxWEIAAAAMgqAAQsFAQAAAMVhCAAAADIKgAHjAQEAAAA9YQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAO4BAgIiU3lzdGVtAHjfBWZ4AAAKACEAigEAAAAAAAAAALzzEwAEAAAALQEAAAQAAADwAQEAAwAAAAAA)**

Scheme of the predictor is very simple and follows on next picture.

Figure 12.23: Diagram of adder parity predictor
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Correct adder operation is indicated by matching of all bytes of result parity bits with all predicated parity bits of the bytes of result.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0  ai parity check  bi parity check  parity generation  compare parity  error of the adder  carryi-1  carryi  byte adder  parity prediction | 0 | 1 | 1 | 0 | 1 | 0 | 1 | 1 |  | 0 | 0 | 0 | 1 | 0 | 1 | 0 | 1 | 0 |

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 0 | 1 | 0 | 0 | 1 | 0 | 1 | 0 | 0 |

Figure 12.24: Scheme of the adder check circuit

### Checking of the time sequences

This principle is based on monitoring of the requirement for two parameters. First is a defined period of maximum response from addressed subsystem. Second is the defined period of repeated operation within a beforehand defined "time window". Among the frequently used methods include the so-called counter-TIME OUT and counter-WATCH DOG.

To implement the above functions is used universal counter, which is part of the auxiliary circuits most commonly manufactured microprocessors. These processors are usually equipped with multi-purpose counters are used for different purposes. The universal counter can be filled by optional initial value and you can select the frequency of synchronization pulses. Most universal counter is equipped with an indication of zero content, and this indication can be used to activate of an interrupt system.

#### Watch-dog mechanism

The universal counter can be used in WATCH-DOG function. Some microcontrollers are equipped with single-function counter WATCH-DOG. The principle of operation counters WATCH-DOG is based on measuring of the maximum permitted duration of selected activities. For an implementation of WATCH-DOG is a control of universal counter adjusted so that the initial content of the counter and its frequency synchronization is setup so that the time needed to reach zero is longer than the maximum period for re-repetition of selected activities. This time is chosen margin longer than duration of selected activity.

Content of the universal counter is by start indication of selected activities constantly put into default status. If the observed activity starts late or not at all content of the counter reaches zero and initializes an interrupt system that can restart the reported activity and possibly send an error report about the non-standard reference activity. Described above story is captured following time chart.

Figure 12.25: Time diagram of the **WATCH-DOG** operation
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#### Time-out mechanism

Feature of counter-OUT TIME is measuring the maximum time of an observed operation. The operation is running **START** command issuing by **MASTER** process of the operation (mostly program started in processor). Carrying out an operation then announces **SLAVE** operation (caused by **SLAVE** process) by signal **STOP**. Time between the **START** command and **STOP** signal from a properly functioning system, it is reasonably accurately estimated. If the process **SLAVE** does not emit signal **STOP** in a predetermined time, it is clear that the running process is not proceeding according to the assumptions and needs to be stopped by intervention of the **MASTER** process. The process of measuring the duration of **SLAVE** process can efficiently use one of the currently unused universal counters in timer mode.

For implementation of TIME-OUT function is the control of a universal counter adjusted so that the initial content of the counter and its synchronization frequency is setup so that the time needed to reach zero is margin longer than the maximum length of a **SLAVE** process. Universal counter in the function TIME-OUT works so that the initial content is set by the **START** command and synchronization is pulled by **STOP** command. If the **STOP** command is late or not at all generated, the contents of the counters reaches zero and as a result of which is initialized interrupt system. The interrupt process stops waiting for end of **SLAVE** process and issues an error message about non-standard termination of the **SLAVE** process. Described above story is captured following time chart.

Figure 12.26: Time diagram of the **TIME-OUT** timer operation
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Note:

Typical example of the counter TIME-OUT implementation is the driver of the parallel port printer of classic PC. **START** signal of operation constitutes a signal **STROBE OUT** and signal to stop operation is a signal **ACK** of a printer. If the printer is turned off, or is unable to print a variety of reasons, omit to send the signal **ACK** and if interrupt system is activated is on the LCD screen given an error message (depending on your operating system, usually in the form of an information window).
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